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Abstract: The number of software providers offering their applications as a Software-as-a-Service (SaaS) to
exploit the benefits of cloud computing is increasing. New challenges to the cloud services discovery are
unposed due to the SaaS services unique characteristics such as various and dynamic service offerings and
the lack of standard description language. In this study, we propose OntSaaS, an ontology-based system for
SaaS publication and discovery. Ont SaaS standardizes the advertisement process, serves as a semantic-based
catalogue for the service offerings and provides competent search capabilities for the user. The main building
blocks of the proposed system are the unified Saa3 ontology and a semantic business-oriented matchmaking
technique that maps requests and offers of cloud SaaS services. The proposed request-service matchmaking
algorithm merges semantic-based services metadata with ontology-based hierarchical matching. Prototypical
implementation and evaluation of the system proved its performance enhancement in respect of the service
utility and success rate. Results showed that the concept recommendation approach employed decreased the
service registration process time. Moreover, the proposed matchmaking algorithm similarity results revealed
the actual relevance of the offered services to the user requests. Finally, the proposed ontology-based
expansion approach for the user request improved the user opportunity to find appropriate services to his
requirements in case of discovery partial match.

Key words: Cloud SaaS, service ontology, service discovery, concept recommendation, semantic annotation,
matchmaking algorithm

INTRODUCTION

The SaaS model has gained widespread adoption in
recent years. Therefore, deployment of substantial ¢loud
services 1s greatly expected (Limam and Boutaba, 2010,
Yu, 2015). Consequently it 1s unportant to assist users to
find their desired service (Kang and Sim, 2016). SaaS
Service discovery 1s the process of searching for services,
with functional and non-functional characteristics that
satisfy user requirements. At present, there 1s no standard
protocol or search mechanism for discovering cloud
services.

To discover cloud services, users have to perform the
search based on their own knowledge and key words.
However, manual search using traditional search engines
is a tedious and time consuming process that hinders
efficient use of cloud services (Nabeeh ef ai., 2015).
Moreover, cloud providers usually publish their cloud
services on their portals using different formats using
their own terms, in unstructured plain text. As a result,
sometimes it 1s difficult for the user to discover the
desired service information (Noor ef af., 2013; Reshmy
and Srivatsa, 2005) and to decide which service can fulfill
his requirements (Garg et al, 2013; Chen et al, 2011,

Zhao et al., 2012; Tserpes et al, 2012). Additionally,
service plans and offers may be updated any time without
any prior notifications which requires continuous
follow-up from the user side.

As aresult, some specific online directories for cloud
services search emerged such as: Cloudbook Cloudbook.
http:/Awrww.cloudbook net/directories/  product-services
/cloud-computing -directory),Cloud  Taxonomy (Open
Crowd Project. http://cloudtaxonomy.  opencrowd.
com/taxonomy/) and CloudSurfing CloudSurfing. http://
www. cloudsurfing.com/). However, these directories
suffer from the limitation of search capabilities. For
efficient services discovery on the cloud it is necessary to
provide sufficient and clear information on service
features and characteristics m addition to quality
information in a standardized form. A cloud service
catalogue with a common data model 1s vital for the
evolution of an open cloud marketplace. Hence, several
service registries have emerged to link providers and
However, SaaS service offerings have
different characteristics than services they were designed
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to handle. Moreover, they suffer from hmited search
capabilities.
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To supplement the existing efforts, this research
exploits the business perspective of the SaaS services in
order to eliminate the lack of standardization problem
which is considered the most significant challenge facing
cloud services discovery. Besides it matches specific
service functionalities required by the user to features
supported by published Saa$ services.

In the research (Afify ef al, 2013, 2014a, b), we
presented a semantic based system for SaaS services
publication, discovery and selection. We introduced a
unified SaaS ontology used for storage and retrieval
of real SaaS offers. Based on this ontology, we introduced
a hybrid matchmaking algorithm for SaaS services. In this
study, we propose radical changes to the discovery
process. Specifically, there are three contributions m
this study. Firstly it mtroduces
business-oriented services discovery approach in order
to increase the efficiency of the discovery process.
Secondly it proposes an ontology-based expansion
approach in case of discovery partial matching. Thirdly it
presents a hybrid algorithm for matchmaking the user
request to service advertisements.

a user-controlled

Literature review

Cloud service publication: Universal Description,
Discovery and Integration (UDDI) is a registry-based
approach for services publishing and querymng based on
Web Service Description Language (WSDL) documents.
UDDT has the following limitations services are organized
with respect to pre-defined categories not with respect to
what they actually provide its syntactic service discovery
capability 1s rather limited and the lack of support for
non-functional properties.

An ontology-based catalog which describes the
cloud computing resources offered by heterogeneous
cloud providers was proposed in (Bemstein and V1), 2010).
However it only focuses on infrastructure resource
capabilities and features such as CPU, storage and
compliance.

Unified business service and cloud ontology with
service querying were proposed in (Tahamtan et al., 2012)
which helps users to find cloud services according to
functional and non-functional requirements. Limitations
of thus research are the exact matching between user
query and Business Functions (BF) and the query
representation language which greatly limits its use to
experienced users only.

A semantic registry of cloud services was proposed
by Mindruta and Fortis (2013). The researchers focus was
ontological support related to the semantic discovery of
cloud services and their associated artifacts. Their focus
was on laaS and PaaS service models. An extensible

Everything-as-a-Service (Xaal) registration entry was
proposed by Spillner and Schill. They proposed an
extensible description language for services, a registration
model, a system for registration and subsequent service
discovery operations. However, no details were given on
the request-service matchmalking algorithm.

Other service registries were wmtroduced like:
Membrane SOA registry, service-finder and depot.
However, they are dedicated to the services described
using WSDT, files. Examples of proprietary registries are:
IBM WebSphere service registty (IBM WebSphere
Service Registry. http://www-01.1bm.com/software/mte
gration/wsrr/.) and Oracle service registry (Oracle Service
Registry http://www . oracle. technetworlk/
middleware/registry/overview/index html). In conclusion,
the following set of limitations can be highlighted:

com/

¢ There is no domain specific standard for describing
SaaS services

» Existing works mostly deal with resource and
technical issues in cloud domain

+ Business aspect of cloud services has not been
appropriately utilized in existing

By considering these limitations, the proposed
system is considered vital. For the cloud consumer it
offers lnm detailed information about the functionalities
supported by SaaS services from different providers. For
the cloud provider it increases his service reachability.

Cloud service discovery: System architecture for
automated Saa3 services discovery and selection was
presented by Sukkar. The system recommends service
options to users based on functional and non-functional
properties of the SaaS services. However, the service
characteristics  were  not
recommendation process.

Dastjerdi et al. (2010) presented a flexible approach
for ontology-based discovery of cloud virtual units to
provide QoS aware deployment of appliances on cloud
service providers. However, the architecture applies on
Infrastructure-as-a-Service (TaaS) services only.

A clustering and recommendation methods for
Semantic Web Services (SWS) in evolution were
presented by Lei et al. (2014). Researchers used clustering
to  group according to topic,
functionality and description. Moreover, they presented
a recommendation method for composite services that
utilizes matrix decomposition. However it is specific to

considered 1n  the

semantic services

SWS, thus special characteristics of cloud services were
not considered in the recommendation process. Some

agent-based  discovery systems were proposed.

4901



Asian J. Inform. Technol., 15 (23): 4900-4915, 2016

Ontology-based agent generation framework for
information retrieval on cloud environment was presented
by Chang et @l (2011). It assists users to automatically
generate mobile agents for discovering services. On the
other hand, the researchers of Sim (2012) proposed a
cloud-focused semantic search engine for cloud service
discovery, called cloudle. Cloud ontology 1s consulted to
verify sumilarities between service specifications and user
requirements. However, the services business perspective
has not been considered in the reasoning.

Chen proposed adding semantics to
description for improved cloud service discovery. WSDL
constructs are mapped to domain ontology concepts and
stored in the UDDI to be used for querying. However,
their approach 1s specific to WSDL-described services
which 15 not the case for most of the SaaS services.
Moreover it is limited to exact matching of query-service
ontology concepts.

A framework for a semantic service search engine that
retrieves services based on domain-specific Quality of
Service (QoS) criteria in the digital ecosystem
environment was presented by Dong et al. (201 1a, b). The
ultmate goal of this search engine 1s to allow service
users to retrieve and evaluate services published by the
service providers. The researchers also presented a
framework for a service concept recommendation system
m Dong et al. (2011¢), in which they used concept
recommendation to correctly represent service requests in
a semantic service matchmaker as well as a semantic
similarity model for service ontology environment. The
authors extended their research i Dong et al. (2013)
where they presented a systematic framework for online
service advertising information search. However it is
based on service advertising information only, without
taking into account its feature details.

Noor et al. (2013) developed a cloud services crawler
engine. The collected cloud services can be continuously
updated for effective cloud services discovery. However,
no details were given on the discovery or matchmaking
mechamsm.

Lin et al. (2013) investigated a QoS-aware service
discovery method over a service-registering enabled P2P
network. A peer node registers its information to its
neighbors, then at service discovery phase, the
QoS-aware service discovery is supported in a
probabilistic flooding way according to the network
traffic. However 1t 1s limited to discovery of web service
resources. A semantically-enhanced platform that assists
in the process of discovering the cloud services that best
match user needs was proposed in Garcia et al. (2014).
However, the semantic-based matching process of user
query relied on the service descriptions only without

service

taking into account any information about their
functionalities.

Modica and Tomarchio (2015) a semantic discovery
framework was presented that assists providers and
consumers of cloud services to operate in a cloud market.
A semantic model is proposed that addresses the
business aspects of the supply-demand matchmaking.
Although many cloud service features have been
considered, they were not related to service offer
functionalities. To summarize, a set of limitations can be
highlighted as follows:

*  Most of existing systems neglect the special feature
requirements for cloud users

» HBxisting systems do not help users refine their
queries if there 1s no feasible result

To overcome these limitations, the proposed system
provides semantic-based business-oriented discovery of
SaaS services which relies heavily on matchmaking
services functional metadata. Moreover, it suggests
ontology-based expansion alternatives to the user when
his query cammot be accurately matched to SaaS
advertisements.

METERIALS AND METHODS

The proposed system architecture: OntSaaS 13 a
Software-as-a-Service (SaaS) service publication and
discovery system that employs semantic approaches to
guarantee umform representation for services and to
assist the user m finding required service. As presented
inFig. 1, OntSaaS consists of four subsystems in addition
to the umfied SaaS ontology and the word net (Miller,
1995).

The service publication subsystem 1s responsible for
accepting new service registrations from the cloud
providers. During the registration process, the system
recommends concept BFs to the cloud provider to
describe the service functionalities. These concepts are
retrieved from the SaaS services domain ontology. Some
ontology concepts are mcluded as metadata in the new
service publication to be used later in the service
discovery process. Comprehensive details on the
registration template and methodology in our research
(Afify et al, 2014b). The service discovery subsystem 1s
responsible for searching for services that match the user
request. In order to solve the vagueness and
heterogeneity problems, the concept recommendation
approach (Dong et al., 2011b, ¢; Dong et al., 2013) 1s
employed in order to find the best service that fulfills
his requirements. In particular the proposed discovery
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Fig. 1. OntSaaS system architecture

system utilizes some Information Retrieval (TR) methods
to improve its efficiency such as the query expansion and
the relevance feedback methods (Salton and MecGill,
1986).

The service selection subsystem is responsible for
non-functional filtering and ranking of the discovered
services based on their characteristics and QoS values.
More details of the selection workflow can be found in the
research (Afify et «l., 2014a). The administration
subsystem is responsible for managing the whole system
worlkflow. For example it manages the SaaS service
template, enriches the services domain ontology, sets the
similarity weights, etc.

The SaaS cntology 1s one of the core building blocks
of OntSaaS. Tt integrates knowledge about SaaS services
domain, characteristics and QoS metrics in addition to real
offers. It represents a structured schema for storing both
functional service capabilities and non-functional service
quality guarantees. Taking into consideration the
shortcomings of developing a new ontology from scratch,

we have carefully analyzed the existing ontologies
(Borm et al., 2008, Youseff et al., 2008, Fortis et af., 2012,
Joshi et al, 2014, Moscato et al, 2011, Hofer and
Karagiamis, 2011; Hepp, 2006). It is worth to note that
most of the existing ontologies serve as taxonomies and
focus on technical and infrastructural issues.

We developed services domamn ontology of
=700 concepts obtained from four SaaS application
domams: Customer Relationship Management (CRM),
Enterprise Resource Planming (ERP), Document
Management (DM) and Collaboration. We used
established mdustry classification standards as guiding
reference: United Nations Standard Products and Services
Code® (UNSPSCE)The United Nations Standard
Products and Services Code® (UNSPSC®). http://
www.unspsc.org/.) and North American Industry
Classification System (NAICS) (The North American
Industry Classification System (NAICS). http//www.
census.gov/eos/www/naics/).

The SaaS ontology 1s represented in the knowledge
representation Web  Ontology Language (OWL).
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Business functions from the SaaS services domain are
represented as concepts, (e.g., Project Management and
Payroll). Object properties are used for several purposes:
describe the service functionalities (supports Business
Function property), connect a service to its provider (is
ProvidedBy property), describe the service characteristics
(has License Type property) and specify the cluster to
which the service belongs to (belongsToCluster
property). Data properties are used to describe
guaranteed QoS values.

The WordNet lexical database (Miller, 1995) is used
for semantic expansion of both the service description
and the user query. The WordNet superficially resembles
a thesaurus i which nouns, verbs and adverbs are
grouped mto sets of cognitive synonyms (synsets).

OntSaaS discovery subsystem: The SaaS discovery
subsystem 1s responsible for identifying the similarity
between the published service capabilities and the
functionalities required by the users. Common users
usually prefer to submit keyword-based queries in order
to describe their requirements. Despite its adequacy to
users it may be insufficient to specify the service
functionalities. This problem is known as language
ambiguity. In more details, the words used by cloud
providers in service descriptions are syntactically
different than user queries but semantically equvalent
which leads to low performance of syntactic matching
approaches. The proposed discovery approach amms
to reach a balance between enabling appealing
keyword-based queries for users and exploiting the
advantages of semantic matching. Our ain was aclhieved
by constructing concept-based service requests from the
user query after enriching it (semantic expansion using
WordNet). Afterward, the service request is matched to
service advertisements via
proposed matchmaking algorithm. The proposed

business-oriented discovery approach involves minimum

semantically-annotated

user mtervention m order to find the SaaS services that
match his requirements.

It 1s worth noting that the proposed discovery
approach addresses a major deficiency 1 existing work on
cloud service discovery presented in which cannot help
users refine their requirements when there 1s no feasible
solution. Uniquely, we exploit the semantically-rich
ontology to expand the user query by broadening its
coverage which increases the user chance to find his
required service. ITn more details, if the user query does
not return relevant services, a partial matching case, the
user engages in another round of interaction in order to
expand his original query. In addition to the user interface,

the discovery subsystem consists of two main modules:
the semantic query processor and the functional
matching.

Semantic query processor module: This module is
composed of two components: the query preprocessing
and the query expansion. The query
preprocessing component preprocesses the submitted
user query. Semantic Query Expansion (QE) using
thesaurus is an example of global methods used in TR
systems to increase the recall. Tn owr system, QE is

semantic

employed in order to avoid the case where the user's
vocabulary is different from the SaaS ontology
vocabulary. The semantic query expansion component
consults the WordNet to retrieve synonyms of the query
tokens.

Functional matching module: This module is composed
of three components: the concept recommender, the
concept-based query matching and the semantic concept
expansion. The concept component
matches the expanded user query to the service CS5Vs
which results in two cases. The first case is that no

recomunender

matching BFs are found. The user 1s asked to enter a
refined keyword-based query. This case takes place in
two conditions. First, when all query tokens are
considered stop words and are removed by the query
preprocessing component. Second, when the user does
not have enough knowledge to make an imtial query
which is close to ontology concepts.

In the second case, matching BFs are found. Either
the matching BFs
intervention from the user (automatic) or user-controlled

are directly used without any

discovery 1s started which is identified as concept-based
query-construction process. The detailed worlcflow of the
proposed user-controlled discovery approach 1s shown in
the activity diagram in Fig. 2.

In this process, the mechanism of the Relevance
Feedback (RF) (Salton and McGill, 1986) is adapted to
enhance the system performance. In particular, the
matching BF concepts are considered the mmtial result set.
The user selects some of the returned concepts. The
constructed request consists of the selected BF concepts.

The concept-based query matching component
calculates the similarity between the constructed request
vector and the service CSVs. We have two cases. Best
cluster (3) are identified when a similarity between the
CSV and the request vector is above a specified
threshold, currently 0.5. The first case 1s that best cluster
(s) are found. We consider clusters with a similarity less
than the threshold irrelevant to the user. In this case, the
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Fig. 2: OntSaaS user-controlled discovery approach: activity diagram

concept-based query matching component compares the
constructed request with the service advertisements
from the best clusters using the proposed hybrid SaaS
request-service  matchmaking algorithm. Matching
services with a siumilarity value above threshold, currently
0.5 are displayed to the user and then passed to the
selection subsystem.

In the second case, no best cluster (s) are found
which means that the selected BFs are highly scattered
among service clusters. This case 13 identified as partial
matching process. This means that the similarity of the
matching cluster to the user request is below the
threshold but above zero. Apparently, we need a
refinement for thus result. Since these concepts were
obtained through an interaction between the user and the
system it is assumed that there is some degree of overlap
between the returned service concepts and requested

service. Therefore, we propose exploiting the

semantically-rich ontology environment through the
semantic concept expansion component. This 1s achieved
by broadening the request coverage in order to increase
the chance of returning relevant services to the user.

The user request expansion uses one of two schemes:
generalization expansion and cluster-based expansion. In
generalization expansion the semantic concept expansion
component generalizes the selected BF concepts to their
super class concepts which broadens the retrieval scope
of the user request. The super class concepts are
displayed to the user. The user chooses some to
construct his new request. The concept-based query
matching component re-calculates the similarity of the
new request vector and the service CSVs. On the other
hand, in cluster-based expansion, the semantic concept
expansion component retrieves functionally-related BF
concepts from the cluster with the maximum similarity.
User chooses some to construct his new request. The
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Fig. 3: Saa3 Ontology: Modeling of real service offers

concept-based query matching component re-calculates
the similarity of new request vector and the service CSVs.
Figure 3 presents the pseudo-code of the OntSaaS service
discovery Algorithm 1.

Algorithim 1:
Algorithm: OntSaa$ Service Discovery
Tnput: User query (), Discovery approach userControlled
Output: Set of discovered services DS
BEGIN
Tokenize Q on delimiters to generate set of querytokens
Remove stop words to create set of relevantTokens
Generate expanded query EQ by finding WordNet synonyms of
relevantT okens
Set stems stems of EQ using Stemmer algorithm
found =match (EQ, CSV, foundClusters)

IF NOT found THEN
READ new query Q fiom user
GOTO1
ELSE
BF = getBF (foundClusters)
IF NOT userControlled THEN
constructedRequest = BF
ELSE

DISPLAY BF to the user to start concept-based query constriction
process

READ selected business functions constructedRequest
END IF
Tdentify best clusters with similarity above threshold 0.5
bestClustersFound = sim (constructedRequest, CSV, bestClusters)
IF bestClustersFound THEN
FOR each service s in getServices(bestChisters) DO
simValue = SaaS Request Service Matchmaking (constructed
Request, s)
IF simValue > 0.5 THEN
DS=DsS Us
END IF
END FOR
ELSE
READ expansion scheme expansion from user to start partial match
process
CASE expansion OF
G: FOR each bt in constructedRequest DO
partialBF = partialBF  sup erClass(bf)

END FOR
C: partialBF = get BF (clusterWithMaxSimilarity (constructed
Request,CSV))
END CASE

DISPLAY partialBF to the user
READ selected business functions constructedRequest
GOTO 18
END IF
ENDIF
Return set of discovered services DS
END
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Fig. 4: SaaS Ontology: a) Object properties view and and b) Data properties view

Algorithm 2:

Saa8 Request-Service Matchmaking

Input: Constructed Request R and service S
Output: Overall similarity: sim(R, 8)
BEGIN

Calculate the features sirnilarity

(?20bi), Mubjs| )
lobjg |

simg(R,3) =

IF sim«R, §)< THEN
Calculate the hierarchical similarity simgu (R, S)

sum =0
FOR each concept ci in R where 1<=1<=nDO
max8im = -1

FOR each concept ¢j in $ where 1<=j <=m DO
TF ci is a child of ¢j THEN
SiMmu(c;, ¢) =1
ELSETF ci is a parent of ¢j THEN
Rimgmici, ¢j) =1-0.5
ELSEIF ci is a descendent of ¢j THEN
Simeulci, ¢j) = 0.75
ELSEIF ci is an ascendant of ¢j THEN
Simeulci, ¢j) = 0.5
ELSETF ci and cj are siblings THEN
Sirma(el, ¢j) = simLIN(ci, ¢j
ELSE
Simgu(ci, ¢j) = 0
END IF
Tt Simge(ci, ¢y =>MaxSim
maxSim = Simu(ci, ¢j)
END IF
END FOR
sUm = sum + maxsim
END FOR
8im,m(R, 8 Y=sum/n
Calculate
sim (R, 8) = a. sumgR, 8)+b. Sum,u(R, 8)
ELSE
sim(R, $)=1
END IF

Request-service matchmaking algorithm: In this section,
we propose a hybrid SaaS request-service matchmaking

algorithm which is used by the concept-based query
matching component to compare the constructed request
with the service advertisements from the best clusters.
The proposed request-service matchmaking algorithm is
an enhanced version of our SaaS services matclhmaking
algorithm (Afify et al, 2013, 2014a, b). The objective of
the proposed request-service matchmaking algorithm 1s to
find services that fulfill all or part of the required
functionality requested by the wuser. It utilizes
ontology-based matching which makes use of concept
hierarchical structure. The ontological hierarchical
structure considers both the distance and content
similarity models (Cross et al., 2013; Dong et al., 201 1a).
Figure 4 presents the pseudo-code of the proposed SaaS
request-service matchmaking algorithm.

First, the feature similarity 13 calculated which
accounts for the mutual BFs between the user request and
the service. Second, the hierarchical similarity 1s
calculated which takes into consideration any ontological
relationship among the request and the service unique
BFs. The request-service hierarchucal similarity 1s
calculated by computing the average maximum
inter-similarity between the unique concepts. First, each
concept from the request R is compared with all concepts
of the service S and the maximum similarity value 1s taken
and then repeats for all R concepts. Second, the average
of the n comparisons is calculated where n represents the
number of unique BFs in the user request R. To compare
two concepts we have six cases. Table 1 presents the
concept-concept  h ierarchical similarity cases with
detailed justification. The overall similarity between
user request and a service is calculated by taking
weighted average of features and hierarchical similarity
measures using BEq. 1:
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Table 1: Request-service concepts hierarchical similarity value derivation

Case Similarity value Hierarchical similarity calculation justification
Request concept is parent 1 Since SaaS domain ontology concepts are linked with is-a relations, then the requested
child of service concept 1-0, 5oRdepth function is supported by the service. The similarity is maximal
Request concept is The service supports one sub-type/category of the requested function. Our rationale parent.
of service concept is to use the request concept depth to account forthe closeness between parent-child concepts.
Concepts at upper levels are more abstract while concepts at lower levels
are more specific. Consequentty, parent-child concepts at lower levels of ontology are more
related than at upper levels
Request concept is 0, 75kveleR ) The service is a broad type of the requested function. The rationale is that the number
descendent of service concept of levels between the two concepts account for the closeness between them
Request concept is (, SlevelleR<5) The service is a specialization of the requested function. It supports only a minor part

ascendant of service concept

Request concept and service
is concept are siblings

simy ny{Cr.Cs)

of the requested function. rationale is that the number of levels between the two concepts
account for the closeness between them. This case results in similarity values lower
than that of case #3

Two concepts share the same parent. Then distance similarity is irrelevant. In this case,
the content-based similarity adopted to account for the amount of shared information

between the two concepts. We use LIN similarity measure

Two concepts meet at root node 0

Two concepts do not subsume each other in any way

sim(R,S) = ausimg (R, 8) + bsimgy (R, S) (1)

where, a and b are weights that reflect significance of each
similarity measure. These weights are assigned equal
value of 0.5.

RESULTS AND DISCUSSION

Case studies and experimental evaluation: To
demonstrate the effectiveness of the proposed system, we
unplemented a prototype with real and synthetic cloud
data. Expeniments were conducted on an Intel Core 13 2.13
GHz processor, 5.0 GB RAM running under Windows 7
Ultimate. The system was built using Java, Jena APT and
WordNet API incorporated in Eclipse IDE.

We built a data set of 500 SaaS service offers.
Specifically, 40 services are live services and the
remaining are pseudo services generated by adapting the
real services with some changes. Real cloud SaaS offers
were collected from the cloud provider portals. In the
following subsections, we present the SaaS ontology
implementation, study and the

case scenarios

experimental evaluation

Saa$ ontology implementation: This section describes
the implementation of the SaaS ontology. The SaaS
ontology was mmplemented using Protege 4.1 ontology
editor (Horridge ef al., 2004). Modeling of real service
offers is demonstrated by example in Fig. 3. The blue link
elite service description is stored in the annotations
section. The service provider blue link associates limited
is presented using the object property is provided by. The
service features are mapped into BFs using the object
property supports business function. As shown in Fig. 5,
the blue link elite service supports accounting, payment

management and inventory management among others.
The unified SaaS ontology object properties are shown in
Fig. 4a. Some of the data properties are shown in Fig. 4b.
More details on the developed ontology are provided in
owur previous work (Afify et al., 2014a).

Case study scenarios: We present three service
discovery scenarios. The objective of the first discovery
scenario is to compare the proposed concept-based query
construction  discovery process agamst the service
discovery using standard Cosme Siunilarity measure with
TF/ADF weighting model (Salton and MeGill, 1986). The
objective of the second discovery scenario is to compare
the automated vs. user-controlled discovery approaches.
The objective of the third discovery scenario 15 to
evaluate the effectiveness of the partial matching case
processing.

In general, in order to search for a service with
specific functionalities, the user enters a keyword-based
query with the required features. We present three case
study scenarios for the discovery process. The first
scenario describes a successful discovery that uses the
concept-based query construction approach against
Cosine-based discovery while the
compares the automated vs. user-controlled discovery
processes. Finally, the third scenario presents a partial
matching case that uses the generalization expansion
approach.

second scenario

User-controlled vs Cosine-based discovery scenario:
The objective of this scenario 13 to demonstrate the
efficiency of the proposed user-controlled discovery
approach  agamst the Cosine-based  discovery
approach. In general, to discover SaaS services, the
user enters his key word-based query using his own
terminology.
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Fig. 5. SaaS Services user-controlled discovery (concept-based query construction)

In the Cosine-based approach, the semantic similarity
between the user query and the service CSVs was
calculated using the Cosine similarity. Services that
belong to the cluster with the best similarity were
retrieved. To rank the discovered services, the semantic
similarity between the user query and these service
descriptions was calculated using Cosine similarity. For
example, using the search query “T need a service that
supports user access and document versions”, the
relevant services 1dentified by the system were
NetDocuments with a similarity of 0.22, DocLanding with
a similarity of 0.18, KnowledgeTree with a similarity of
0.12, AstoriaSoftware with a similanty of 0.07 and
Spring CM with a siumilarity of 0.05. Notably, the resulting
service similarities to the user query are generally low
which misleads the user to consider these services are
urelevant to lum. The reason 1s that Cosme-based
discovery matches user query to service description

only which may not contain complete or accurate
details about service f[unctionalities.

On the other hand, in this study, the matching
is  business-oriented it
matchmaking of the Figure 5
demonstrates the use of the user-controlled discovery of
the same query. The system matches the query key terms
to the service CSVs and displays the matching BF
concepts m the matching busmess functions list. The

relies on ontology-based

service features.

concept recommendation process provides an excellent
chance for the user to improve his query by selecting the
concepts that exactly match his required functionalities
(e.g., document-management, versioning and access-
controls). The selected BFs are moved to the selected
business functions list. Finally, the user presses the
submit new request button. The new request is matched
against the service CSVs. Finally, the relevant services are
ranked based on their similarity to the user request.
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As shown in Fig. 5, the best service that fulfills the
user request 1s the knowledge tree service with a similarity
of 1. This result means that the knowledge tree service
supports all the BFs requested by the user. While the
other services support some/none of the requested BFs.
The similarity values returned by the request-service
matchmaking algorithm represent the combination of
features and hierarchical similarities. These results reveal
the actual relevance of the services to the user query as
opposed to the Cosine-based approach.

Automated vs. User-controlled discovery scenario: The
objective of this scenario is to compare between the
automated and user-controlled discovery approaches.
Using the following search query “T need a service that
handles translating and searching in documents™. In case
of automated discovery, the system returned the
following BFs: Document-management, translation,
document-sharing, documentation, search, search-OCR,
search-full-text, document-level-permissions, search
metadata.

All matching BFs were used i the discovery process.
Relevant services returned by the system were net
documents with a similarity of 0.42 and knowldege tree
with a similarity of 0.33. Matching a large number of BFs
which may not be functionally-related, resulted in missing
some relevant services.

The user selected the following BFs document
sharing, search and translation. Relevant services
returned by the system were astoria software with a
similarity of 0.59, net documents with a similarity of 0.59,
spring CM with a similarity of 0.51, knowldege tree with a
similarity of 0.39 and doc landing with a similarity of 0.31.
The system retrieved the services that best match user
functionality requirements, against a recall value of 0.4
using automated discovery approach.

In another scenario, the user selected the following
BFs document-management, search and translation.
Relevant services returned were astoria software with a
similarity of 0.67, knowldege tree with a similarity of 0.48
and net documents with a similarity of 0.33. The recall
value 1s 0.66 for this scenario.

In summary, the automated discovery approach takes
less tine but suffers from low recall values. On the other
hand, the wser-controlled concept-based query
construction discovery approach takes more time (taken
by the user to select the BFs) but achieves higher recall
values with average improvement 100%. Both achieve
high precision values.

Enhancing discovery recall
Partial matching scenario: The objective of the partial
matching scenario is to demonstrate the case in which no

best clusters were found after matching the constructed
request to the service C3Vs. Using the following search
query “T need a service that supports recruiting
employees, payroll reports and accounts”. The concept
recommender component returned the following BFs:
Accounts-Payable-Recievable, Inventory-Reports,
Audit-Reporting, Payroll-Management, Recruitment,
Reporting-Dashboards, Reporting, Financial-Operational
Reporting and Accounting. The user selected Accounts
Payable-Recievable, Payroll-Management and
Recruitment to construct a new request. No relevant
services were 1dentified by the system.

In order to support the user to find suitable services,
the semantic concept expansion component provides two
expansion approaches. This scenario demonstrates the
use of the generalization expansion approach. Super class
concepts of the concept-based constructed request are
displayed to the user which are Accounts, Payroll and
Human-Resource respectively. The new request is
matched to the service CSVs. Finally, the relevant services
returned by the system were PlexOnline with a similarity
of 0.29, NetSuite with a similarity of 0.25, Blue Link Elite
with a similarity of 0.22, AcumaticaERP with a similarity of
0.19, EpicorExpress with a similarity of 0.17 and Order
Harmony with a similarity of 0.13.

Experimental evaluation

Experiment 1: The objective of this experiment 1s
threefold: to calculate the time taken by the registration
system to semantically annotate the service description,
to study the effect of the semantic expansion of the
service description using WordNet on the annotation
process and to compute the precision and recall of the
semantic amnotations by the concept recommender
component.

To achieve the first objective, we computed the
processing time taken by the concept recommender
component to semantically annotate the service
description which has been expanded using WordNet. As
shown in Fig. 6, the time taken by the semantic ammotation
of service description during the service registration is
negligible.

In order to achieve the second objective, we have
analyzed the semantic annotation process in two cases,
with and without using Word Net. We compare the
number of matching BFs returned in the two cases.
Results in Fig. 7 show that the semantic expansion of the
service description generally increases the number of
retrieved BFs. However, this increase shows a
discrepancy and is not proportional to the number of
expanded description terms. Tt is greatly dependent on the
terms used by the cloud provider in describing his service
and how close they are to the concepts in the services
domain ontology.
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Table 2: Precision and recall of semantic annotations

Precision

Recall

Using original
service description

Using expanded
Original description terms

Change in
service description  precision (%0)

Using original
service description

Using expanded
service description

Change in
recall (20)

50

101
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203
257

0.86
0.7
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0.76

—_ = = =
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Fig. 6; Semantic ammotation time of service descriptions
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Fig. 7: Service description semantic annotation process

In order to achieve the third objective, we computed
the precision and recall of the semantic anmotations
returned by the concept recommender component during
the service registration in two cases, with and without
using WordNet. The precision 15 calculated using Eq. 2,
while the recall is calculated using Eq. 3. Table 2 shows
of the

the precision and recall values semantic

annotations of services with different number of
description terms.
Number of correct returned
Precision — businessfunctions 2)
Number of returned
busin ess functions

Number of correct returned

Recall = bu sin ess functions (3)

Number of expected

bu sin ess functions

It 15 apparent that the semantic expansion of the
service description has a negative effect on the precision
of the semantic annotation process by an average
deterioration of 20%. On the other hand it has a generally
positive effect on the recall of semantic annotation
process.

Experiment 2: The objective of this experiment 1s to
evaluate the performance of the automated concept-based
query construction approach m respect of three
evaluation metrics: time, service utility and success rate.
We compare the proposed discovery approach to the
standard Cosine-based discovery employed in a
number of service discovery proposals (Garcia et af.,
2014; Ding et al., 2010, Platzer and Dustdar, 2005;
Paliwal et al., 2012, Hao et al., 2010) in order to compare
the service query to service descriptions.

First, the objective is to evaluate the time taken to
discover relevant services for a user query. We used
different clustering threshold values from 0.1-0.9 for user
queries that consists of 5-10 key terms. In case of the
automated discovery approach, the processing time i1s
composed of time taken by the concept recommender
component to find matching BFs for user query and the
time taken by the concept-based query matching
component to match the new request to the service C3Vs.
From Fig. 8, we can conclude that there is no overhead
introduced by the proposed automated discovery
approach m respect of the processing time.

Second, the objective is to compare between the
Cosine-based discovery approach and the proposed
automated concept-based query construction approach
inrespect of evaluation metrics service utility and success
rate. The service utility is the similarity between the user
query and service description which 1s calculated by the
SaaS request-service matchmaking algorithm m the
proposed discovery process where its value range is
0-1. The success rate is calculated by the number of
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Fig. 9: Service discovery process: a) service utility; b)
success rate

successes/the number of attempts. It 1s assumed that an
attempt fails if the service utility is less than specified
threshold 0.3 where its value range is 0-1.

For our experiments, 5 queries were created for
each of the four application domains included in the SaaS

ontology. For each domain, we varied the number of
service query terms inrange from 10-30 sing step of 5. The
average values of the service utilities and success rates
were reported over the four executions. The results are
shown in Fig. @ As shown in Fig. 9, the number of service
query terms has the same effect on the average service
utility and success rate of both approaches. This behavior
18 expected since mereasing the number of service query
terms usually increases the probability of matching
between query terms and the service description.
Consequently, the service utility and success rate
show that the proposed
concept-based discovery outstandingly outperforms the

increases.  The results
Cosine-based discovery approach along all number of
service query terms. This performance enhancement is
due to the umque process of transforming the user
keyword-based query into business functions and then
matching them to the services functional metadata using
the request-service matchmaking algorithm.

The experimental results show that the user
controlled discovery outperforms the standard Cosine
based discovery in respect of the service utility (similarity
relevance) and success rate with comparable execution
time. These results are due to the wnique ontology-based
matchmaking of the semantically-constructed enriched
user query and

semantically-annotated  service

advertisements. The ontology-based matchmaking
enabled the identification of semantic relationships
between different concepts in the user query and service
advertisements as opposed to merely exact matching of
the concepts m the Cosme-based discovery. This
performance enhancement in the similarity relevance
contributes positively to the user acceptance of the
discovered services. Moreover, displaying the smmilarity
values justifies the rationalization of the results which
improves the credibility of the discovery system.

CONCLUSION

The mcompatibility and lack of standardization of
the cloud services publication represent the key factors
that hinder the broad adoption of cloud computing.
Motivated by these findings, m this study, we proposed
OntSaas, a semantic-based cloud service publication and
discovery system for SaaS services.

The OntSaaS service publication process supports
standardized representation for SaaS services offered by
different cloud providers in a single semantic-based
service catalogue.
functionality and quality information. Utilizing semantic

The catalogue integrates service

annotation and concept recommendation, a guided
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registration process was proposed to assist the cloud
provider to map the service features to service domain
ontology concepts.

The OntSaaS service discovery process provides
efficient user-controlled discovery capabilities for service
users. Semantically-ammotated service advertisements are
matched to the semantically-constructed service requests
by users. Query expansion and relevance feedback
approaches are adopted in order to improve the efficiency
of the discovery process. Prototypical evaluation of the
system proved its performance enhancement in respect of
the service utility and success rate. Results showed that
the concept recommendation approach employed

decreased the service registraion process time.
Moreover, the proposed matchmaking algorithm similarity
results revealed the actual relevance of the offered
services to the user requests. Finally, the proposed
ontology-based expansion approach for the user request
mnproved the user opportumity to find appropriate
services to his requirements in case of discovery partial

match.
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